**Spring:**

Spring container takes two inputs like Spring Bean and Configuration File. After Reading them, Spring container instantiates and assigns the values.

1. By default it creates singleton Objects in Container.
2. To read the Object use getBean(String beanName):Object method.

Step 1) Create New Java Project and Add build path (Spring JARS and +Commons-logging JAR)

Spring Download Location:

<https://repo.spring.io/release/org/springframework/spring/3.2.5.RELEASE/spring-framework-3.2.5.RELEASE-dist.zip>

(Extract and Find JARS in dist folder)

Commons-Logging JAR:

<http://central.maven.org/maven2/commons-logging/commons-logging/1.1.1/commons-logging-1.1.1.jar>

>> Click on File->New -> Java Project.

>> Provide Any Sample Name (ex: SpringCore) click on Finish Button

>> Right Click on Project -> Choose Build Path -> Configure buildPath-> Libraries Tab->Add External JARS (Select above downloaded JARS). Even add Commons-logging jar.

Step 2) Right Click on src folder -> New Class-> Enter package and Class name:

Ex:

**package** com.app;

**public** **class** Employee {

**private** **int** empId;

**private** String empName;

**private** **double** empSal;

**public** Employee() {

**super**();

}

**public** **int** getEmpId() {

**return** empId;

}

**public** **void** setEmpId(**int** empId) {

**this**.empId = empId;

}

**public** String getEmpName() {

**return** empName;

}

**public** **void** setEmpName(String empName) {

**this**.empName = empName;

}

**public** **double** getEmpSal() {

**return** empSal;

}

**public** **void** setEmpSal(**double** empSal) {

**this**.empSal = empSal;

}

@Override

**public** String toString() {

**return** "Employee [empId=" + empId + ", empName=" + empName

+ ", empSal=" + empSal + "]";

}

}

Step 3) Create A Spring configuration file to configure the Spring Bean Class.

Right Click on src->new->other->type XML-> select XML File-> Next-> Enter any name.xml (ex: config.xml)->Finish

Double click on file to open and goto source tab.

And provide configuration for Employee.java

Ex:

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans*

*http://www.springframework.org/schema/beans/spring-beans-3.0.xsd"*>

<bean class=*"com.app.Employee"* name=*"emp"*>

<property name=*"empId"*>

<value>10</value>

</property>

<property name=*"empName"*>

<value>ABCD</value>

</property>

<property name=*"empSal"*>

<value>732.36</value>

</property>

</bean>

</beans>

Step 4) Create a new Test Class to Access the above Object.

Right Click on src->new->class Enter any name (Ex:Main.java)

package com.app;

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**import** com.app.module.Employee;

**public** **class** Main {

**public** **static** **void** main(String[] args) **throws** Exception, Exception {

ApplicationContext context=**new** ClassPathXmlApplicationContext("config.xml");

Employee emp=(Employee)context.getBean("emp");

System.*out*.println(emp);

}

}

Note: Here ApplicationContext is an interface. It represents Spring Container. And It’s Implementation class is ClassPathXMLApplicationContext.

>> getBean(String beanName):Object return required Objects in up-casted format. Again we need to downcast them.

**Some Core Java Concepts used in the above Coding:**

Up-casting: Referring Sub class object using Super Type(Class or interface). To do up casting classes must have inheritance relation.

Down-casting: Already Up casted Object again converting to Sub type is known as Down-casting.

Here

![](data:image/png;base64,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)

Note: Eclipse must be under Java Perspective.

Eclipse Shortcuts : Alt+Shift+S R (Setters and Getters), Alt+Shift+S S (toString method),Alt+Shift+S O (Constructors).

Spring Bean Primitive type setter injection code can be written in 3 ways. They are

i)Value as Tag(<value></value>)

ii)Value as Attribute(<property name=”” value=””/>)

iii)p-Name space(<bean name=”” class=”” p:variable-name=”value”/>)

ex:

Spring Bean:

**package** com.app.module;

**public** **class** Employee {

**private** **int** empId;

**private** String empName;

**private** **double** empSal;

**public** Employee() {

**super**();

}

**public** **int** getEmpId() {

**return** empId;

}

**public** **void** setEmpId(**int** empId) {

**this**.empId = empId;

}

**public** String getEmpName() {

**return** empName;

}

**public** **void** setEmpName(String empName) {

**this**.empName = empName;

}

**public** **double** getEmpSal() {

**return** empSal;

}

**public** **void** setEmpSal(**double** empSal) {

**this**.empSal = empSal;

}

@Override

**public** String toString() {

**return** "Employee [empId=" + empId + ", empName=" + empName

+ ", empSal=" + empSal + "]";

}

}

For the Above Spring bean Configuration code can be written as:

i)Value as tag: (Spring Configuration XML Code)

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans*

*http://www.springframework.org/schema/beans/spring-beans-3.0.xsd"*>

<bean class=*"com.app.module.Employee"* name=*"emp"*>

<property name=*"empId"*>

<value>10</value>

</property>

<property name=*"empName"*>

<value>ABCD</value>

</property>

<property name=*"empSal"*>

<value>732.36</value>

</property>

</bean>

</beans>

ii)Value as attribute:

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans*

*http://www.springframework.org/schema/beans/spring-beans-3.0.xsd"*>

<bean class=*"com.app.module.Employee"* name=*"emp"*>

<property name=*"empId"* value=*"10"*/>

<property name=*"empName"* value=*"abcd"*/>

<property name=*"empSal"* value=*"23.36"*/>

</bean>

</beans>

iii)p-Name Space(p-Schema):

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans xmlns=*"http://www.springframework.org/schema/beans"*

**xmlns:p=*"http://www.springframework.org/schema/p"***

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans*

*http://www.springframework.org/schema/beans/spring-beans-3.0.xsd"*>

<bean class=*"com.app.module.Employee"* name=*"emp"* p:empId=*"101"* p:empName=*"ABCD"* p:empSal=*"20.36"*/>

</beans>

**(Observe the red colour line. That is need to be added while using p-schema)**

**Note: a) For a dependency , we cannot configure a property more than one time**

**Ex:**

<bean class=*"com.app.module.Employee"* name=*"emp"* p:empId=*"101"*>

<property name=*"empId"*>

<value>101</value>

</property>

</bean>

Main Class:

Public class Main{

**public** **static** **void** main(String[] args) **throws** Exception, Exception {

ApplicationContext context=**new** ClassPathXmlApplicationContext("config.xml");

Employee emp=(Employee)context.getBean("emp");

System.*out*.println(emp);

}

}

Output:

xception in thread "main" org.springframework.beans.factory.parsing.BeanDefinitionParsingException: Configuration problem: Property 'empId' is already defined using both <property> and inline syntax. Only one approach may be used per property.

<bean class=*"com.app.module.Employee"* name=*"emp"* >

<property name=*"empId"*>

<value>101</value>

</property>

<property name=*"empId"*>

<value>102</value>

</property>

</bean>

Exception:

org.springframework.beans.factory.parsing.BeanDefinitionParsingException: Configuration problem: Multiple 'property' definitions for property 'empId'

**Note: b) By default <value> tag takes input as String type and later it will be parsed to specific type. If Data can’t be parsed (or any mismatch) then conversion problem will occur, and appropriate exception will be thrown.**

**Like Number format Exception.**

**Ex: empId is int type and sending data as “ABCD”**

<bean class=*"com.app.module.Employee"* name=*"emp"* >

<property name=*"empId"*>

<value>ABCD</value>

</property>

</bean>

Exception in thread "main" org.springframework.beans.factory.BeanCreationException: Error creating bean with name 'emp' defined in class path resource [config.xml]: Initialization of bean failed; nested exception is org.springframework.beans.TypeMismatchException: Failed to convert property value of type 'java.lang.String' to required type 'int' for property 'empId'; nested exception is java.lang.NumberFormatException: For input string: "ABCD"

**Note: c) getBean(String beanName,Class classtype) is a overloaded method, which is used to read a bean from spring container with any down casting.**

**Ex:**

**public** **static** **void** main(String[] args) **throws** Exception, Exception {

ApplicationContext context=**new** ClassPathXmlApplicationContext("config.xml");

Employee emp=(Employee)context.getBean("emp",Employee.**class**);

System.*out*.println(emp);

}

Spring Collections:

In Spring basically collections are configured as

1. List
2. Set
3. Map
4. Properties

To specify above collections , tag are <list>,<set>,<map> and <props>

Here <map> contains internally entries (<entry>). Every entry contains <key> and <value> , these even can be represents as attributes.

Ex:
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Properties also stores data in the key value pair only. But by default key and values are type String in Properties. It contains child tag <prop key=””></prop>. It doesn’t contain any <value> tag to represent the value; we can directly specify the value in between the <prop> tag.

Ex:

**Employee.java**

**package** com.app.module;

**import** java.util.List;

**import** java.util.Map;

**import** java.util.Properties;

**import** java.util.Set;

**public** **class** Employee {

**private** List<String> empList;

**private** Set<String> empSet;

**private** Map<String,String> empMap;

**private** Properties empProperties;

**public** List<String> getEmpList() {

**return** empList;

}

**public** **void** setEmpList(List<String> empList) {

**this**.empList = empList;

}

**public** Set<String> getEmpSet() {

**return** empSet;

}

**public** **void** setEmpSet(Set<String> empSet) {

**this**.empSet = empSet;

}

**public** Map<String, String> getEmpMap() {

**return** empMap;

}

**public** **void** setEmpMap(Map<String, String> empMap) {

**this**.empMap = empMap;

}

**public** Properties getEmpProperties() {

**return** empProperties;

}

**public** **void** setEmpProperties(Properties empProperties) {

**this**.empProperties = empProperties;

}

@Override

**public** String toString() {

**return** "Employee [empList=" + empList + ", empSet=" + empSet

+ ", empMap=" + empMap + ", empProperties=" + empProperties

+ "]";

}

}

**Spring Configuration File :config.xml**

<?xml version=*"1.0"* encoding=*"UTF-8"*?>

<beans xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:p=*"http://www.springframework.org/schema/p"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans*

*http://www.springframework.org/schema/beans/spring-beans-3.0.xsd"*>

<bean class=*"com.app.module.Employee"* name=*"emp"* >

<property name=*"empList"*> <!-- it will maintain duplicates -->

<list>

<value>A</value>

<value>A</value>

<value>A</value>

<value>B</value>

<value>C</value>

<value>D</value>

</list>

</property>

<property name=*"empSet"*> <!-- it will not maintain duplicates -->

<set>

<value>A</value>

<value>A</value>

<value>A</value>

<value>B</value>

<value>C</value>

<value>D</value>

</set>

</property>

<property name=*"empMap"*>

<map>

<entry>

<key>

<value>K1</value>

</key>

<value>V1</value>

</entry>

<entry key=*"K2"* value=*"V2"*/>

<entry key=*"K3"*>

<value>V3</value>

</entry>

<entry value=*"V4"*>

<key>

<value>K4</value>

</key>

</entry>

</map>

</property>

<property name=*"empProperties"*>

<props>

<prop key=*"key1"*>val1</prop>

<prop key=*"key1"*>val3</prop>

<prop key=*"key2"*>val2</prop>

</props>

</property>

</bean>

</beans>

**Main Program:**

**public** **class** Main {

**public** **static** **void** main(String[] args) **throws** Exception, Exception {

ApplicationContext context=**new** ClassPathXmlApplicationContext("config.xml");

Employee emp=(Employee)context.getBean("emp");

System.*out*.println(emp);

}

}

Output:

Employee [empList=[A, A, A, B, C, D], empSet=[A, B, C, D], empMap={K1=V1, K2=V2, K3=V3, K4=V4}, empProperties={key2=val2, key1=val3}]

Note 1):

Empty Object Reference and Null Reference:-

If any Object created with no data and referred with a reference is known as empty Object.

For ex: List l1=new ArrayList(); Creating empty Array List.

If a reference not even contains empty object. Or reference, that doesn’t point to Object is known as null Reference.

**Ex:**

**package** com.app.module;

**import** java.util.List;

**public** **class** Employee {

**private** List<String> empList;

**public** List<String> getEmpList() {

**return** empList;

}

**public** **void** setEmpList(List<String> empList) {

**this**.empList = empList;

}

@Override

**public** String toString() {

**return** "Employee [empList=" + empList + "]";

}

}

For the above class, configuration code is given as:

Case 1)

<bean class=*"com.app.module.Employee"* name=*"emp"* >

</bean>

Employee Object Created with empList as null

Case2)

<bean class=*"com.app.module.Employee"* name=*"emp"* >

<property name=*"empList"*>

<list></list>

</property>

</bean>

Employee Object created with empList with zero size (Or empty List)

Case 3)

<bean class=*"com.app.module.Employee"* name=*"emp"* >

<property name=*"empList"*></property>

</bean>

In case of any property tag is defined without any value tag, then Spring Container throws Exception:

org.springframework.beans.factory.parsing.BeanDefinitionParsingException: Configuration problem: <property> element for property 'empList' must specify a ref or value